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Introduction

This document describes a software library for the electric motor control implementing a
(FOC) Flux Oriented Control on ST10 Microcontroller.

The library consists of:
® Simulink Library;
e Software Library.

The FOC Simulink Library is a set of Simulink blocks for implementing in Matlab-Simulink
environment the functions and the algorithms used in the electric motor control. These
blocks can be used either to conceive and to test new electric motor controls and to produce
automatic generated code in ANSI C, downloadable on microcontroller.

The Software Library is a set of routines for the electric motor control obtained from the code
generated in automatic, starting from FOC Simulink library, and then optimized in
Assembler. The Software Library is equivalent to FOC Simulink Library from point of view of
bit accuracy, same API.

This document begins with an introduction on Flux Oriented Control, the permanent magnet
synchronous machine (PMSM) and a short description of its mathematical model. Then, it
describes the Flux Oriented Control implementation on Simulink and details the space
vector modulation (SVM) technique and the used algorithm.

After the technical introduction, the Simulink Flux Control Library is described, followed by
the Software Flux Control Library.

The last part describes the code generation process from the Simulink blocks of this library.
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FOC-flux oriented control

The Flux Oriented Control (FOC) is a vectorial control strategy that consists of controlling
the stator currents represented by a space vector, phase angle and magnitude, by which the
terminology “vector control”.

This vector control form is based on three major points:

® the machine current and voltage vectors;

® the transformation of a three phase speed and time dependent system into two co-
ordinate time invariant system;

o the effective Pulse Width Modulation pattern generation.

These lead the control of AC machine to acquire every advantage of DC machine control,
very similar at the control of separately excited DC machine where the useful torque is
proportional to the product of the field current, i¢ (flux-producing current), and the armature
current, ij(torque-producing current) and torque and flux are controlled independently.

To = Coig-ip = Cq-wy-ig [2.1]

In fact using the vector theory, it is easy to show that an expression of the electric torque
similar to one of DC machine can be expressed for AC motor, all depends on choice of an
appropriate frame where to project the machine model.

The core of FOC control is the projection of a three phases (a,b,c) time and speed
dependent system into two co-ordinate (d,q) time invariant system, how explained in the
following.

Choosing a (d,q) frame where the d axis has the same direction of rotor magnet flux ys, it is
possible to verify that the produced electromagnetic torque is proportional to the magnet flux
and the quadrature-axis stator current component (torque-producing stator current ig).

In the Figure 1, the Vector Diagram is shown:

Figure 1. Vector diagram

From this figure it is possible to understand that the direct-axis stator current component igy
is the only component in able to modify the field flux, weakening it.

Supposing constant field flux (setting to zero iy, if field weakening is no used), a quick
torque response is obtained changing only the quadrature-axis stator current component,
isq» by means of a current-controlled PWM inverter, as shows the following equation (2.2):
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3 = 3 = 3 .
Te = 5 p\yflls‘ sin(og—0y) = 5 pwf‘ls’ sin(d) = 5 PWiisq [2.2]

We can conclude saying the Flux Oriented Control, handling instantaneous electrical
quantities, is a very accurate control in every working operation, either in steady state and in
transient, achieving high dynamic performance in terms of response times and power
conversion.

In this application note, the FOC control is explained using a particular AC machine, called
Permanent Magnetic Synchronous Machine (PMSM).

A short description of this machine, its features and mathematical model, follow before to
explain in details the FOC implementation.

PMSM

The necessity of reducing the charge of the combustion engine and of eliminating the weight
due to the mechanical connections in several applications, like in automotive field, induces
to use more and more electric motors, that assure a wide range in speed and torque control
satisfying the load demand.

The DC machine fulfils these requirements but needs periodic maintenance.

The AC machine, like induction motor and brushless permanent magnet motor, hasn’t
brushes, and its rotor is more robust because there aren’t commutator and/or rings. That
means a very low maintenance, other than increases the power-to-weight ratio and
efficiency.

In particular, in the automotive field the Permanent Magnet Synchronous Machine (PMSM)
seems to be the best solution.

The brushless permanent magnet motors (PMSMs) have the same electromagnetic
structure of a synchronous machine, without the brushes. As shown in the cross-section in
the Figure 2, they have a wound stator, similar to an induction machine, and a permanent
magnet rotor that replaces a rotor fed with dc current, like a synchronous machine. Besides,
they need of an internal or external device for sensing of the rotor position, like Hall sensors,
encoder or resolver.

Figure 2. Cross-section of PMSM

In fact the PMSMs are not self-commuting motors and to produce useful torque, the currents
and the voltages applied to stator phases must be controlled as a function of rotor position.
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Therefore it is generally required to count the rotor position with a sensor so that the inverter
phases which feed it, acting at any time, are commuted depending on the rotor position.

That explains the necessity of a closed-loop speed/position feedback.

There are two kinds of brushless permanent magnet machines classifiable in account of the
shape of the BEMF (back-electromagnetic force):

® DC brushless machine having trapezoidal flux distribution and a trapezoidal BEMF fed
by quasi-square wave currents;

® AC brushless machine having approximately sinusoidal air-gap flux density and a
quasi-sinusoidal BEMF fed by sinusoidal stator currents.

Generally the DC brushless machines have a simpler control strategy than AC brushless
machines.

For trapezoidal flux distributions, to impose quasi-square wave currents on stator windings,
it is only needed a six position sensor, with a resolution of at least 60° electrical degrees.

On the contrary, for the sinusoidal current type, the angular position needs to be known with
a very accurate precision in order to control each of the three phases currents.

For both kinds, the high reliability of control makes this type of machine a powerful system
for electric vehicle application.

Mathematical model of the machine

In order to model the fields produced by the stator windings in terms of windings current,
“current space vectors” are used. The current space vector for a given winding has the
direction of the field produced by that winding and a magnitude proportional to the current
through the winding. This allows us to represent the total stator field as a current space
vector that is the vector sum of three space vector components, one for each of the stator
windings.

The three-phase voltage, currents and fluxes of AC motors can be analyzed in terms of
complex space vectors.

For instance, with regard to the currents in the stator windings, the current space vector can
be define as follows.

Figure 3.  Stator current space vector and its components in (a,b,c)
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Assuming that ig4,isp,ig3 are the instantaneous currents in the stator phases, then the
complex stator current vector ig is defined by:

N N .
is = 3 (ig1 +I32-0L+I33-(12) [2.3]
where « = 273 and & = &/*79) represent spatial operators. The Figure 3 shows the
stator current complex space vector.

That being stated, it is possible to write the mathematical model of an AC brushless
machine in a stator frame in terms of space vectors, as follows:

— - dis  d ip®,
Us = RgrigtLg gt gi(vire ) [2.4]
where:
7 Modulus of the magnetizing flux-linkage vector
Rs Stator resistance
Lg Total three phase stator inductance
; Rotor angular speed

Number of pole pairs

" Mechanical position

and the space vectors:
u_s = g-[u1(t)+ uy(t)-e 3 Tug(t)-e 3} Space vector of the stator voltage

27 4
_ I i
i = §~[is1(t)+i52(t)-e 8 +i53(t)-e 3} Space vector of the stator current

Note that the mechanical position of the electric motors is related to the rotation of the shaft
while the electrical position is relate to the rotation of the rotor magnetic field.

So being the motor with p pole pairs, its rotor needs only to move 360/p mechanical degrees
to obtain an identical magnetic configuration as when it started.

10/53 Ky_’
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Figure 4. Phase motor with 2 pole pair

Consequently the electric position of the rotor is linked to the mechanical position by the
relation:

To complete the mathematical model of the motor, we include the equation of mechanical
equilibrium:
do,

Jdt

Te—-(T,+T,) [2.5]

and substituting the expression of the electric torque (2.2), it yields:

do, 1 1 (3 —_
5 Te-Tn+T) = 35 Pw|ig|sin((ag—p -0~ (T + T,)) [2.6]
where
Te Electromagnetic torque
Tm Mechanical torque
T, Viscose friction torque
o Phase of the current space vector respect
J Inertia momentum of the machine

Note: in Matlab-Simulink environment, the PMSM discrete model has been implemented
using a model of the machine in a stationary stator reference (D, Q) frame.

Ky_l 11/53
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FOC control structure of PMSM

In Flux Oriented Control, motor currents and voltages are manipulated in the d-q reference
frame of the rotor. This means that measured motor currents must be mathematically
transformed from the three-phase stationary reference frame (a,b,c) of the stator windings to
the two axis rotating d-q reference frame, prior to processing, for example by Pl controllers
(it is possible to use a different controller). Similarly, the voltages to be applied to the motor
are mathematically transformed from d-q frame of the rotor to the three phases reference
frame of stator before they can be used to produce the voltage control signals for the output
inverter that feeds the motor.

These transformations are the core of Flux Oriented Control.

Simplifying the expression of the electrical model of the machine, the projection from the
three-phase stationary reference frame of the stator windings to the two axis rotating
reference frame can be executed into two subsequent steps:

® (a,b,c) =>(D,Q) (the Clarke transformation) which outputs a two co-ordinate time
variant system;

e (D,Q) => (d,q) (the Park transformation) which outputs a two co-ordinate time
invariant system;

where it is necessary to know in any time the current values in the stator phases and the
rotor position to execute the projections from a frame to other one, how explained in details
in the following.

Figure 5 is showing the block diagram of the FOC control library, where two motor phase
currents,(i.e. igq, igp), are measured with two current sensors (e.g. by phase shunts or
current transducers) calculating the current in the third winding like the negative sum of the
other two windings, (ig3 = -(is1 + ig2)), and then sending them to the Clarke transformation
module, (Forward Clarke).

Outputs of this block are the two current components (igp, isq) in the D,Q stator fixed frame.

These components are used as inputs of the Park transformation module, (Forward Park),
that gives in output the current components (igg, isq) in the d,q rotating reference frame.

The isq and ig, measured current components are compared to the references iggyer (the flux
reference) and is,f (the torque reference) and corrected by mean of two Pl controllers.

As in brushless synchronous permanent magnet motor the magnet flux is fixed (depending
on magnets), in the PMSM control, isqer should be set to zero, being the only current
component in able to weak the flux, while the torque command isg.er could be the output of
the speed regulator, e.g. for a speed-FOC. That forces the current space vector ig to be
exclusively in the quadrature direction, respect on the magnet flux vector. Since only /g,
produces useful torque, this maximizes the torque efficiency of the system.

Then the outputs of two PI, ugy and Usq, are sent to the Inverse Park transformation module,
(Reverse Park), from which we get the new components of the stator voltage vector in the
(usp, Usq) non-rotating stator frame.
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Figure 5. Block diagram of the flux oriented control library
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These signals are then appropriately processed to produce voltage signals for the output
bridge.

In our case, it is chosen to use the Space Vector Modulation (SVM) technique to impress
the new voltage vector to the motor.

The space vector modulation theory

The SVM technique is a sophisticated continuous modulation method used, independently
from the type of implemented control on the motor, to generate a desired voltage space
vector at the output of the inverter that feeds the AC motor, in our case a PMSM. It uses a
special scheme to switch the power transistors generating pseudo-sinusoidal currents in the
stator windings.

This strategy offers the following advantages to the application:

Higher performance to control mid/high dynamical motors;

higher efficiency (86%);

improved torque management;

better start up performance;

constant torque, less torque ripple;

improved dynamical reaction.

To better understand the space vector modulation algorithm, it is before explained an other
fundamental component of the control system: the 3 phase inverter.
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The 3-phase inverter

The inverter is a d.c. to a.c. converter. The Figure 6 shows the structure of a typical 3-phase
power inverter connected to the star motor windings, where V. is the DC Link voltage.

The six switches can be power BJT, GTO, IGBT etc. The state-of-the-art solution for the
inverter power stages uses MOSFETSs in low-voltage applications (i.e. automotive field).

The ON-OFF sequence of all these devices must respect the following conditions, so as to
feed in any time all three stator windings:
—  three of the switches must always be ON and three always OFF.

— to avoid shortcut, the upper and lower switches of the same leg are driven with two
complementary pulsed signals

Figure 6. 3-phase power inverter scheme

DC Link

MOTOR
— — —
m™ T3 T5

—1= Neutral
]

& & & c

T2 T4 T6

On base of the aforementioned conditions, the inverter has only eight permissible switching
states of which six states apply a no-zero voltage to the motor windings and two states with
(Vg and V) zero volts when the motor is shorted through the upper or lower transistors.

It is useful to express the eight states of the inverter as space vectors: Vg7 expresses the
three voltages Va,, Ven, Ven, that are spatially separated 120° apart, as a space vector for
each of the switching states 0-7.

The six vectors including the zero voltage vectors can be expressed geometrically on the
complex plane as shown in the following Figure 7.

In order to generate a rotating field into the machine to produce a useful torque, the inverter
has to be switched in all the possible eight states. A way to use the inverter is the operating
mode called “six-step mode”, that generates high magnitude low order harmonics which
cannot be filtered by motor inductance.
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Figure 7. Space vector diagram
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The Space vector pulse width modulation

The inverter is able to apply only eight space vector positions to the stator winding of an
electric machine, while the control imposes a voltage space vector that vary in all the inner
cycle of the hexagon in order to create a smooth rotating field (see Figure 7).

The SVM block, here implemented in Simulink, allows to generate the appropriate PWM
patter to impulse the inverter so that any voltage vector inside the space vector hexagon can
be produced by “time weighting®.

It is based on the fact that a reference voltage vector Vg, can be realized by a combination of
the two adjacent active vectors and the zero vectors inside of sector where it lies. The output
space vector voltage (choosing an appropriate PWM period, Tpyum, SO as to suppose steady
the vector VS in this period), can be computed by the integral:

Tewm S woa__ B
[ Ve-aty = ([ Vo[ Vet [ Viry) [2.7]
0 0 0 0
from which it yields:
Vg = Vo 7 0 Vi ——+ Vg
Trwm Trwm Trwm
where:
Tpwm = a+p+3 [2.8]

Vi and V1 (k=0,..7) are the vectors that bound the sector in which the reference vector is
included, Tpyy\ is the switching period and o, B and 6 are the time frames of V, V,,1 and
V/V7 vectors in that sector.
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The resulting equation is:

 [Gear Ve

Vg [2.9]

TPWM
For example, assuming that the vector Vs is in the 15t sector, we have the following situation:

Figure 8. SVM in the 15tsector

9 Vg0
TPWM

in which o and B are the times during which the vectors V1, and V¢, are applied.

Sector finder

To impose the V voltage vector at the motor windings, it is fundamental the knowledge of
the sector where the reference vector is included for a correct behavior of SVM.

In the classic approach, in order to find the sector, you need to know the phase of the

complex reference vector that is calculated with the known formula:
Tsm(\_/s)j

Re(Vs)

Yy = arctan( [2.10]

The main problem of this formula is the calculation of arctan implemented on a 16bit
microcontroller. One solution can be to calculate the arctan making a look-up table of the
arctan function.

Another solution (here chosen) is to recognize the sector of reference vector Vj, starting
from the knowledge of the sign of the imaginary (quadrature component) and real (direct
component) parts of the reference vector (Usprer Usqref) Written in a stator non-rotating
frame and the comparison of the their magnitudes in order to avoid the division in the
equation [2.10].If the vector phase obtained from the formula [2.11] is bigger than =/3 the
vector lies in sector 2 or 5. The control on sign of the components discriminates between the
sector 1-4 and 6-3 if the angle is less than n/3.

Im(Vy)
Re(Vy)

zarctan(g) = |Im(Vy)| zarctan(gj . ’*J?e(\TS)‘ [2.11]

iFigure 9 shows the exploded Sector Finder block:
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Figure 9. Sector finder schematic
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SVM formulation

To create reference vector VS inside one of the six sectors, the reference vectors which
bound that sector, have to be “time weighted”, like shown in the equation [2.9]. It is possible
to modulate the reference voltage vector and to apply the better switching pattern in term of
power dissipation on the power switches of the inverter and to make that, it is necessary to
choose the strategy to apply the vector V, and V|, 4 (active vectors) in each sector.
We have some freedom degrees to choose the modulation algorithm as:

—  The choice of the zero vector- whether V(000) or V(111) or both;

—  Sequencing of the vector;

—  Splitting of the duty cycle of the vectors without introducing additional

commutations.

Literature demonstrates that, in order to reduce the number of commutation and switching
losses, it is preferable to utilize a states sequence where the states are adjacent.

This means that passing from a state to the successive one should occur with only one
switch commutation.

According to that, the scheme chosen is a symmetric sequence in which there are seven
conduction states, so called “Seven states Space Vector Modulation”.

Dividing the conduction time of every component of inverter in opportune time frames, as
shown below for a vector into Sector 1

Figure 10. Example of a switching pattern in sector 1

i —
¥ o2 B2 a2 B2 a2 64
. — N

every component switches two times for every PWM period.
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Analyzing the classical approach of SVM, it starts from the following equation:

Vo Tpwm = Virat Vi1 B+Vg-d [2.12]

a+B+3 = Tpywm [2.13]
in which we are supposing steady in every period of PWM the vectors V, Vi1, Vo and V.

Projecting the vector equation [2.12] on the real and imaginary axis (D,Q) in the stator non-
rotating frame, it yields:

- (Vi)p B (Vi 1)p = Usp* Tpwm [2.14]

Q-(VK)Q+B-(Vk+1)Q = USQ'TPWM [2.15]

So solving the above said equations system for every sector, the following table will be

obtained:
Table 1. Time frames of application of V,V,1 and V,
Sector 1 Sector 2 Sector 3
x Usp (/3 Usg @+(£u$_0) @g J3
Tewm T‘(?T) \Y 3 Vv vV 3
B Usq 2 Usp) (/3 Usaq Usp (/3 Us
—_— —_ —_—— —_— O
Tewm Vi =5 (5 )
S Tewm—a—B Tewm—o-P Tewm—o-B
Sector 4 Sector 5 Sector 6
-2 Usp\ (3 Usq ,@,(@.“8_0) Usp 2 g
PWM (*V)"'(?v) \' 3 V V 3
B u Usp A/C—’J Usq Usp A/é Usq
Q 2 L I A L No ., _SY
Towm —~7 '3 3 (v) (3 v) (v)+(3 v)
5 Trwm—a—B Trwm—a - Trwm— -
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where V is %-Vdc .

In this SVM algorithm, there isn’t the need of calculation of trigonometric functions to obtain
the time frames (a.,B,3), as it happens in a classical approach, and for every PWM period
only multiplications and divisions are needed.

The time frames so calculated from this algorithm must be processed with a look up table in
order to establish on which phase must be applied.

In the following table there are the time calculations to be done:

Sector 1 Sector 2 Sector 3 Sector 4 Sector 5 Sector 6
ta 3 B3 TPWM7§ TPWM7§ o, d 3
4 2% 2 4 2 4 217 4
2 o, 3 ) 8 B3 Tewm 5 | Tewm 3
2 4 4 4 2 4 2 4 2 4
3 Tewm 5 | Tewm 3 o, 8 8 5 B3
2 4 2 4 2 4 4 4 2 4
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Flux control simulink library

Description

The implementation of the FOC control needs of some peculiar functions. The Simulink
library implements all needed functions to built a FOC based electric motor control

application using the following blocks, here listed:
Forward Clarke;

Forward Park;

Reverse Park;

Sin_cos;

Pl;

SVM.

Using the simulink library

The 2 main directories of the library package are:

@ 1 directory for all test cases: 1 subdirectory per library function;

e 1 directory for all .mdl files.

The file structure is the following:

Figure 11. Simulink library structure

Read rae
docurentation

o fr———{ ettt ]

tw_park_data. mat

Library v m_cata_mat

L——  model

[ prw—— l—{ tor_park.mel |
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[ teu_clarks_ATW l—{ vev_clarks. | |
sinces. mdl ‘
[ sinces_ATW l—{ sinzes ol |
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| E pLATW I—‘ pirl |
[ evm ‘
Lo —T{omm ]

How to install simulink library

The Simulink Library is delivered as an archive file with .zip extension. To install one you
need to unzip the file in the (C:) directory for a correct use.
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Note: you must have a 7.0.0 Matlab version or upward installed on your system to use this
library, plus a licence for Fixed-Point-Precision Toolbox to use the “convert block“in each
scheme block and a licence of RTW Embedded Coder Toolbox.

Please, read the README.txt file in the archive file for using the library.

3.2.2 Test environment
.mat: the inputs and outputs data obtained by Simulink in the double format are stored.
When the mdl file is opened data is loaded in Workspace of Matlab.

The name of each test-file begins with the (yyy) function name that it refers, followed by
underscore and the suffix “data”.

3.3 Parameters format

The FOC control system in Simulink has the same behavior of one implemented on micro
where it was necessary to use a different fixed point precision number representation in
every block. In the Table 2 the variables and their representations are listed:

Table 2. Data representation
variable representation description

is1 sfix(16,8) phase current

iso sfix(16,8) phase current

is3 sfix(16,8) phase current

isD sfix(16,8) direct-axis current component in stator fixed frame

isq sfix(16,8) quadrature-axis current component in stator fixed frame
theta_el ufix(16,16) electrical angle

cos_t sfix(16,14) cos(0g)

sin_t sfix(16,14) sin(0¢)

isq sfix(16,8) direct-axis current component in rotor no-fixed frame

isq sfix(16,8) quadrature-axis current component in rotor no-fixed frame
Ugqg sfix(16,6) direct-axis voltage component in rotor no-fixed frame

Usq sfix(16,6) quadrature-axis voltage component in rotor no-fixed frame
Usq sfix(16,6) quadrature-axis voltage component in stator fixed frame

t int16 time frames

to int16 time frames

t3 int16 time frames

In the following, the Simulink implemented blocks are described in details.
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3.4
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Clarke transformation

Description

The Clarke Transformation projects the motor currents (ig4,ig0,is3) from the 120° degrees
physical frame to a two co-ordinate stator non-rotating frame (ip,ig).

Arguments

i1 phase current;

igo phase current;

is3 phase current;

isD direct-axis current component in stator fixed frame;

isQ quadrature-axis current component in stator fixed frame.
Algorithm

The following equations are implemented:

. IS1
[.'501 -1y 3.1]
lsq ﬁ ' (|32_'s3)

where assuming that the axis a (axis of the first phase) and the axis sD (stands for stator
direct axis) are in the same direction, we have the following vector diagram:

Figure 12. Stator current space vector

We have so obtained a two co-ordinate system that still depends on time and speed.
Simulink block

As shown here below in the Figure 13, the Forward Clark block, implemented in Simulink,
receives in input the three current signals, here represented in sfix(16,8) fixed-point format,

returning in output the two current components, (isp,isq), in the stator fixed frame, in the
same fixed-point format.
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Figure 13. Forward Clarke block
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Test case
In fw_clarke_data.mat file the inputs and outputs data to test this function are stored.
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3.5
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Park transformation

Description

The currents (igp,isq) in the stator fixed frame are projected in the (d,q) rotor rotating frame
where the flux vector direction is chosen as the direct-axis d.

Arguments

isD direct-axis current component in stator fixed frame;

isQ quadrature-axis current component in stator fixed frame;

sin(0e);

cos(0e);

isg direct-axis current component in rotor no-fixed frame;

isq quadrature-axis current component in rotor no-fixed frame.
Algorithm

The following equations are implemented:

isq _ cos(pB,) sin(po,) . isp 3.2]
ig —sin(pB,) cos(pby)| |isq
where (p6,=6,) represents the electric position of the rotor flux. Substituting in the equation
[3.2] the expressions of (isp,isq), it yields:

isq| _ | COS(POg) sin(pO,) | 's1 3.3]
A/ﬁ (i52_i33)

iSq —sin(pO,) cos(pb,)

here represented in the Figure 14:

Figure 14. Stator space vector into rotor frame

rq R ASQ
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Simulink block

As shown in the following, the Forward Park block, implemented in Simulink, receives in
input the two current components (isp,isq), here represented in sfix(16,8) fixed-point format,
returning in output the two current components (isqyisg) in the rotor rotating frame, in the

same format.

Figure 15. Forward Park block

e - _ _
g o e o] x '—ps""'u” + S _1z7ggaug:¢74 =fixt6_En? "
sin_t Product_sin_d b Switoh_up_d  Saturation_down_d Switch_dovn_d
—_— Saturation_up_q
> Dats Type Conversion s iz
x  [sfixt6_En? I—b_' ;maﬁ? L, ks i i
Praduct_sin_q L Switch_up_q  Jaturation_down_q Switeh_down_q
In fw_park_data.mat file the inputs and outputs data to test this function are stored.
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3.6 Inverse Park transformation

Description

With this transformation, the voltage vectors outputs of PI controllers are projected from
rotor rotating frame in the stator fixed frame.

Arguments

Ugq direct-axis voltage component in rotor no-fixed frame;

Usq quadrature-axis voltage component in rotor no-fixed frame.

sin(0e);

cos(0e);

Ugp direct-axis voltage component in stator fixed frame;

Usq quadrature-axis voltage component in stator fixed frame;
Algorithm

The following equations are implemented:

Usp| _ cos(p9,) —sin(per)'
Ugq sin(p0,) cos(pb,)

[“Sj [3.4]
uS

As shown here below in the Figure 16, the Reverse Park block, implemented in Simulink,
receives in input the two voltage components (usg Usg), here represented in sfix(16,6) fixed-
point format, returning in output the two current components (ugp,usq) in the rotor rotating
frame, in the same format.

Simulink block

Figure 16. Reverse Park block
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Test case

In rev_clarke_data.mat file the inputs and outputs data to test this function are stored.

26/53 Kﬁ




AN2290 Flux control simulink library

3.7 Sin_cos

Description

Known the electrical position of the rotor, the functions sin(6,) and cos(6;) are calculated to
project the space vectors from a frame to other one.

Arguments

Oe electrical position;
sin(0e);
cos(0g).

Algorithm

Simulink block

Figure 17. Sin_cos block
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Test case

In sincos_data.mat file the inputs and outputs data to test this function are stored.
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3.8 Pl block

Description

An electrical driver based on the FOC control needs of some controllers. In our case two Pl
controllers: one for the torque component reference igqrer, ONe for the flux component
reference iggyer

Arguments
isdret (O isqref) reference signal
isq (0 isq) measured signal
Usg (0 Ugq) command signal
Algorithm
k-1
Uk=Kp-ek+Ki~ek+ Zen [3.6]
n=0
Simulink block

The structure of the Pl controller, in the discrete format, used in the Simulink model is shown
in Figure 18:

Figure 18. PI structure
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Test case
In pi_d_q_data.mat file the inputs and outputs data to test this function are stored.

The configuration parameters of Pl are in pi_d_q_conf.mat file.
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3.9

SVM

Description

The goal of Space Vector Modulation is to generate three appropriate PWM signals to pulse
the inverter, that feeds the motor, so that three voltage vectors shifted (by 120° between
each other) can be produced on the phases of the motor.

Given a voltage space vector of module Vg and angle y, the implemented algorithm
modulates this vector in output applying on the inverter a switching pattern in order to
reduce the power dissipation on the electronic switches.

Figure 19. SVM scheme
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o zte_Ents N
pluso

Multiport Switch

It was possible to develop a Simulink block based on an optimized SVM algorithm, that
receives the outputs of the two Pl controllers and the voltage of the DC link of the Inverter, to
produce the control signals.

How it is possible to view in the Figure 19, to implement the time frames of Table 1,we use
only three blocks for six sectors so to generate the appropriate switching pattern, choosing
on base of the actual sector where the vector V; lies in. This simplification, from six to three
blocks, it is possible observing that the six sectors are symmetric.

In this way we can calculate the time frames (t4 1 t3) for each pair of sectors (1-4, 2-5 and
3-6) and with a Selector, from Sector Finder block, choose the right time frames.

Moreover the algorithm implements the dc-ripple-compensation by recalculating the voltage
components (ugp ,Usq ) into relative voltages compared to measured dc-bus voltage:

, U
U, = —°
Upc
where
Ug is absolute voltage
Us is relative voltage
Upc is dc-link voltage
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Arguments
Usp direct-axis voltage component in stator fixed frame;
Usq quadrature-axis voltage component in stator fixed frame;
Vpe battery (or DC link) Voltage;
Rpwm PWM resolution;
ty totg time frames.
Algorithm

We can calculate the time frames for each pair of sectors (1-4, 2-5 and 3-6) and with a
Selector, from Sector Finder block, choose the right time frames.

For instance, substituting the values of the time frames, a, B, 3, supposing a reference vector
in the Sector 1:

(oo Lou ) B0

TUNEKE

d

o= Tpywm-

WIN wIN

B=Tewm:
§=Teym—o-P

substituting in the expressions of t4,15,t3, it yields:

=3 = T (1veo- (B i)

+§ - TPWM.Gﬁu'sD_ﬁ-u'SQ) 3.7]

NI R

T 5 1 3
t3 PéNM*Z=TPWM~(Z+UsD+§'UsQ)

In the Sector 4 the result is the same, changing only the sign of the reference voltage vector
(U'sp,U’sq)-

Simulink block

In the following figure, the schema of the SVM is described:
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Figure 20. SVM implementation block
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Here below it are exploded the blocks calculating in Simulink the time frames for a reference
vector inside the sector 1-4, 2-5 and 3-6.

Figure 21. Sector

1-4 implementation
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Figure 23. Sector 6-3 implementation
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The results of the SVM block are in int16 format.

Test Case

In svm_data.mat file the inputs and outputs data to test this function are stored.
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4

4.1

4.2

4.2.1

4.2.2

Flux control software library

Description

The Flux Control Software library provides the functions for mixed “C” and Assembly
programmers on ST10 microcontrollers necessary to implement an (FOC) electric motor
control.

Using the software library

The 2 main directories of the library package are:
e 1 directory for all test cases: 1 subdirectory per library function.
e 1 directory for all .c sources file: all functions

The file structure is the following:

Figure 24. File structure
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How to install Software library

The Software Library is delivered as an archive file with .zip extension. To install the
Software Library you need to unzip the file in the directory where you want the library to be
copied into.

Note: Please, read the README.txt file in the archive file for specific details on the release.

Tool chain compatibility
FOC library is compatible with Tasking tool chain (V7.5r2 and upward).
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4.2.3

424

4.2.5

4.2.6

4.2.7

4.2.8

34/53

Calling a function

The functions have been written to be called by a C language program.

To include a function in a C language program, it is needed to:
® include the “emc.h”
® You find this .h file in the Source directory of the library package.

ST10 MAC configuration

This library has been done for implementing electric motor control functions (FOC control),
using 16-bit data in fixed point precision with different representations (i.e. sfix(16,8),
sfix(16,6), etc.). The implemented functions have been optimized with MAC commands
using the default configuration (the user have not to change the configuration registers of
MAC).

Real time aspects

Any DSP code developed for ST10 can be interrupted at any time and execution resumed
after the interrupt routine. There is no added latency when the DSP library is used.

Interrupt routine requirements: the only requirements are only when the DSP unit is used
by other tasks that have different priorities: the interrupting task that may interrupt another
task using the DSP should save and restore the MAC registers at the entry point and exit
point of the routine. (use #pragma savemac in Tasking tool chain).

Naming convention

The name of each functions coincides with the name of the Simulink equivalent block, that
implements it on micro.

Example: fw_park

The fw label represents the direction of the projection, from a (D,Q) frame to a (d,q) frame.
rev_park

The rev label represents the direction of the projection, from a (d,q) frame to a (D,Q) frame.

Test environment

yyy_data.c : you find the input data vectors and the output data vectors, obtained by
Simulink for the same function block, in int16 format.

The name of each test-file begins with the (yyy) function name that it refers, followed by
underscore and the suffix “data”.

Flux control library benchmark

The following table gives the characteristics of the main functions of the library:




AN2290 Flux control software library

Table 3. FOC library capabilities

Function Code size (bytes) Nb cycles
Forward Clark 70 21
PID 226 57
Reverse park 538 48
SVM 822 74
SINCOS 532 56
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4.3

4.3.1
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Library functions

Forward Clarke

FCLARKE_c_step

FCLARKE_c_step(Externallnputs_fw_clarke *fw_clarke_U, ExternalOutputs_fw_clarke
*fw_clarke_Y);

Data types and structures:
Externallnputs_fw_clarke

This structure contains the motor phases currents.
typedef struct _Externallnputs_fw_clarke_tag {

int16_T is1; phase current;
int16_T is2 phase current;
int16_T is3; phase current;

} Externallnputs_fw_clarke;
ExternalOutputs_fw_clarke

This structure contains the current components in a fixed (D,Q) stator frame.
typedef struct _ExternalOutputs_fw_clarke_tag {
int16_T isD; current component in a fixed (D,Q) stator frame;
int16_T isQ; current component in a fixed (D,Q) stator frame;
} ExternalOutputs_fw_clarke;

Description:

It projects the motor currents (is4,is0,is3) from the 120° degrees physical frame to a two
co-ordinate stator non-rotanting frame (ip,ig), using 16-bit operands.

Arguments:
fw_clarke_U pointer to the inputs structure
fw_clarke_Y pointer to the outputs structure
Algorithm:

isD = % (is2—is3)

isQ= (% . (isZ—isS))

Notes:




AN2290 Flux control software library

Test:

To test this function, include the fw_clarke_data.c file in the current directory.
In the .c file you find the inputs and outputs vectors defined as const.
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4.3.2
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Forward Park

fw_park

FPARK_c_step(Externallnputs_fw_park *fw_park_U, ExternalOutputs_fw_park
*fw_park_Y);

Description:

It projects the current components (igp,isq) from the fixed stator frame in the (d,q) rotor
rotanting frame, using 16-bit operands.

Data types and structures:
Externallnputs_fw_park

This structure contains the current components and the sin() and cos() functions of the
eletrical angle.

typedef struct _Externallnputs_fw_park_tag {

int16_T isD; direct-axis current component in (D, Q) stator frame;
int16_T isQ; quadrature-axis current component in (D, Q) stator frame;
int16_T cos_t; cos(6e)

int16_T sin_t; sin(6g)

} Externallnputs_fw_park;
ExternalOutputs_fw_park

This structure contains the current components in a no-fixed rotor frame.
typedef struct _ExternalOutputs_fw_park_tag {
int16_T isd; current component in a no-fixed rotor frame
int16_T isq; current component in a no-fixed rotor frame
} ExternalOutputs_fw_park;

Arguments:
fw_park_U pointer to the inputs structure
fw_park_Y pointer to the outputs structure
Algorithm:

igg= igp X COS(0) + igq x SiN(0,)

isq= —Isp X 8iN(0g) +igq x cos(6,)

Notes:
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Test:

To test this function, include the fw_park_data.c file in the current directory.
In the .c file you find the inputs and outputs vectors defined as const.
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4.3.3 Reverse Park

rev_park

RPARK_c_step(Externallnputs_rev_park *rev_park_U, ExternalOutputs_rev_park
*rev_park_Y);

Description:

It projects the outputs of Pl controllers (usg,Usq), from rotor rotating frame in the stator fixed
frame (ugp,Ugq), Using 16-bit operands.

Data types and structures:
Externallnputs_rev_park

This structure contains the direct-axis and quadrature-axis voltage components in a no-fixed
(d,q) rotor frame and the sin() and cos() functions of the electrical angle.

typedef struct _Externallnputs_rev_park_tag {

int16_T usd; direct-axis voltage component in a no-fixed (d,q) rotor frame
int16_T usq; quadrature-axis voltage component in a no-fixed (d,q) rotor frame
int16_T cos_t; cos(6e)

int16_T sin_t; sin(0¢)

} Externallnputs_rev_park;
ExternalOutputs_rev_park

This structure contains the current components in a (D, Q) stator frame.
typedef struct _ExternalOutputs_rev_park_tag {
int16_T usD; direct-axis voltage component in (D, Q) stator frame
int16_T usQ; quadrature-axis voltage component in (D, Q) stator frame
} ExternalOutputs_rev_park;

Arguments:
rev_park_U pointer to the inputs structure
rev_park_Y pointer to the outputs structure
Algorithm:

Ugp= Ugq X COS(B,) — Ugq x SiN(6,)

Ugqa™ Usq x SIN(O) + Ugq x cOS(6,)

Notes:
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Test:

To test this function, include the rev_park_data.c file in the current directory.
In the .c file you find the inputs and outputs vectors defined as const.

Ky_l 41/53




Flux control software library AN2290

4.3.4 Sin_Cos

sincos

SINCOS_c_step(Externallnputs_sin_cos *sin_cos_U, ExternalOutputs_sin_cos
*sin_cos_Y);

Description:

Data types and structures:
Externallnputs_sin_cos

This structure contains the current electrical angle.
typedef struct _Externallnputs_sin_cos_tag {
uint16_T theta_el; 0 electrical position
} Externallnputs_sin_cos;

ExternalOutputs_sin_cos

This structure contains the sin() and cos() functions of the electrical angle.
typedef struct _ExternalOutputs_sin_cos_tag {

int16_T sin_t;; sin(6g)
int16_T cos_t; cos(0e)
} ExternalOutputs_sin_cos;
Arguments:
sin_cos_U pointer to the inputs structure
sin_cos_Y pointer to the outputs structure
Algorithm:
Notes:
Test:

To test this function, include the sincos_data.c file in the current directory.

In the .c file you find the inputs and outputs vectors defined as const.
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4.3.5

Pl controller

pi
pi_d_c_step(D_Work_pi_d *pi_d_DWork, Externallnputs_pi_d *pi_d_U,
ExternalOutputs_pi_d *pi_d_Y);
pi_q_c_step(D_Work_pi_q *pi_gq_DWork, Externallnputs_pi_q *pi_q_U,
ExternalOutputs_pi_q *pi_q_Y);

Description:

It implements classical Pl scheme for each control component (isd,isq).The error and the
proportional and integral terms are forced to be in a range of values so as to calculate the
reference voltage signals, (usd,usq), using 16-bit operands.

Data types and structures:
Externallnputs_sin_cos

This structure contains the controlled signal (isd) of pi_d.
typedef struct _Externallnputs_pi_d_tag {
int16_T isd;

} Externallnputs_pi_d;

This structure contains the state of pi_d.
typedef struct D_Work_pi_d_tag {
int32_T state_d_DSTATE;

} D_Work_pi_d;

This structure contains the output signal (usd) of pi_d.
typedef struct _ExternalOutputs_pi_d_tag {
int16_T usd;

} ExternalOutputs_pi_d;

This structure contains the controlled signal (isq) of pi_q.
typedef struct _Externallnputs_pi_q_tag {
int16_T isq;
} Externallnputs_pi_q;
This structure contains the state of pi_g.
typedef struct D_Work_pi_q_tag {
int32_T state_q_DSTATE;
} D_Work_pi_q;

This structure contains the output signal (usq) of pi_q.
typedef struct _ExternalOutputs_pi_qg_tag {
int16_T usq;

} ExternalOutputs_pi_g;

43/53




Flux control software library AN2290

Arguments:
pi_d_DWork pointer to the state structure
pi_d_U pointer to the inputs structure
pi_d_U pointer to the outputs structure

Algorithm:

Notes:

Test:

To test this function, include the pi_data.c file in the current directory.
In the .c file you find the inputs and outputs vectors defined as const.
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4.3.6

SVM

svim

SVM_c_step(Externallnputs_svm *svm_U, ExternalOutputs_svm *svm_Y);

Description:

It calculates three signals (t4,5,t3) to impose the correct switching pattern on the Inverter,
using 16-bit operands.

Data types and structures:
Externallnputs_svm

This structure contains (ugp , Ugq) the voltage components in (D, Q) stator frame, V4. DC link
voltage, Tpyw\ period of timer of PWM unit.

typedef struct _Externallnputs_svm_tag {

int16_T usD; direct-axis voltage component in (D, Q) stator frame
int16_T usQ; quadrature-axis voltage component in (D,Q) stator frame
uint16_T VBatt_meas; measured DC link voltage

uint16_T PWM_period; period of timer of PWM unit

} Externallnputs_svm;
ExternalOutputs_svm

This structure contains the duty- cycles.
typedef struct _ExternalOutputs_svm_tag {

int16_T t1; duty cycle applied on first phase
int16_T t2; duty cycle applied on second phase
int16_T t3 duty cycle applied on third phase
} ExternalOutputs_svm;
Arguments:
svm_U pointer to the inputs structure
svm_Y pointer to the outputs structure
Algorithm:

The algorithm implements a different set of equations according to the actual position
of voltage vector, represented by its components (ugp,usq).

For example if the reference vector is in the Sector1:
1 J3
t = TPWM‘(Z‘“SD‘(?”S‘?’D
t, = Towm- Gl +usp-3- U’sQ)
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t3 = Tpwm- G +Usp+ @ ‘ U'sQ)
Notes:
Test:

To test this function, include the svm_data.c file in the current directory.
In the .c file you find the inputs and outputs vectors defined as const.
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5

5.1

5.3

C code auto generation

Overview

When the Simulink schematics are done, converted to fixed point precision and tested, the
last step is to generate C code downloadable on the microcontroller. This step is done using
two toolboxes of Matlab:

® The Real Time Workshop

® The Real Time Workshop Embedded Coder

The Real Time Workshop is an essential tool used in rapid prototyping with Simulink.
Automatic program building allows you to make design changes directly to the block

diagram, putting algorithm development (including coding, compiling, linking, and
downloading to target hardware) under control of a single process.

In this part, a set of signal processing functions for C programmers on ST10 are presented.

Steps to generate optimized C code

® Design a model in Simulink

The rapid prototyping process begins with the development of a model in Simulink. Using
principles of control engineering, it's possible to model plant dynamics and other dynamic
components that constitute a controller and/or an observer.

® Simulate the Model in Simulink

Using MATLAB-Simulink, and toolboxes it's possible to develop algorithms and analyze the
results.If the results are not satisfactory, it's possible to iterate the modelling and analysis
process until results are acceptable.

® Generate Source Code with Real-Time Workshop

Once simulation results are acceptable, it's possible to generate downloadable C code that
implements the appropriate portions of the model. Simulink could be used in external mode
to monitor signals, tune parameters, and further validate and refine the model, quickly
iterating through solutions.

® Implement a Production Prototype

At this stage, the rapid prototyping process is complete.

Real-Time Workshop

The Real-Time Workshop Embedded Coder is a separate, add-on product for use with
Real-Time Workshop.

It is intended for use in embedded systems development to generate code that is easy to
read, trace, and customize for all production environment. The Real-Time Workshop
Embedded Coder provides a framework for the development of production code that is
optimized for speed, memory usage, and simplicity. It generates optimized ANSI-C or ISO-C
code for fixed point and floating point microprocessors. It extends the capabilities provided
by the Real-Time Workshop to support specification, integration, deployment, and testing of
production applications on embedded targets. The Real Time Workshop Embedded Coder
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addresses targeting considerations such as RAM, ROM, and CPU constraints, code
configuration, and code verification.

The Embedded Real-Time (ERT) target, provided by the Real Time Workshop Embedded
Coder, is designed for customization.

Figure 25. Flow chart

Algorithm Design and Prototyping

Identify system _ | Build/edit modelin
and/ or algorithm > gimulink

requirements

Run simulations and analyze results
using Simulink and MATLAB

Invoke the Real-Time Workshop build procedure,

download and run on your target hardware
l

Analyze results and tune the model
using external mode

Y

Implement production system

In our applications we use the ERT target with optimization for fixed point systems. Correct
specification of target-specific characteristics of generated code (such as word sizes for
char, int, and long data types, or desiderated rounding behaviors in integer operations) can
be critical in embedded systems development. The Hardware Implementation category of
options in the settings menu provides a simple and flexible way to control such
characteristics in both simulation and code generation.

How to generate C code using Real Time Workshop

Starting from a model in fixed point precision it is described step by step how to generate C
code.

For the example, the inner loop of FOC control will be considered and starting from the
Simulink schematic the C code will be automatically generate.
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Step 1 - Simulink schematic constructor

The first step is the construction of the Simulink schematic implementing the considered
function.

Note: for improving the readability of the auto generated C-code it’s useful to include the
schematic of each single function in a single subsystem.

In Figure 26, it's possible to see also the signal format. The model is now ready to be
compiled in order to generate C code.

Step 2 - Real Time Workshop options configuration

Selecting from the Simulation menu the “Configuration Parameter” pane all the options are
shown:

Figure 26. Configuration parameter
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The first thing to do is selecting the Hardware Implementation, in our case ST10. In this way
the format of data are chosen.

Figure 27. Hardware implementation

|
oK Corcel | Hep ovly

After the Real time Workshop options must be chosen. The first one is the RTW system
target. As before said we choose the ERT optimum for fixed point precision (Figure 28).
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Figure 28. RTW system targ
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If only the code is needed (as in our case), the Generate code only box must be checked,
(Figure 29), furthermore you could auto generate the Generate HTML report checking the

apposite box.

Figure 29. Generate HTML
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In the Comments pane it's possible to define the verbosity level of the compiler and the
comments that are automatically included in the generated C code.

Now everything is ready for generating code. Pushing the “Generate code* button the code
generation starts with some verbose comments in the Matlab command windows,

(Figure 30).
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Figure 30. Generate code
a) b)

5 Real-Time Workshop Report

ssssss Code Generation Report for
ElectricMotorControl FOC

¢ | Summary

R Ebe oot cones ot ot o)

Real-Time Workshop code generated for Simulink model *ElectricMotorControl FOC.mdl".

Model Version 11
Real-Time Workshop version 6.0 (R14) 05-May-2004
C source code generated on : Mon Sep 26 11:17:33 2005

Configuration Settings at the Tire of Code Generation  click to open

When the process is completed the HTML report windows will appear generating the files:
® ElectricMotorControl_FOC.c

® ElectricMotorControl_FOC.h

® riwtypes.h

Not all of them are useful for the next step code download.

Automatic configuration of RTW

Running RTWconfiguration.m file in the Command Window of Matlab available in the folder
C:\FOC_Library2.0\options, a set of parameters is loaded to configure the RTW and
associated with a given filename.mdl. For Automatic configuration the following steps has to
be followed:

® Open filename.mdl file;
® Copy RTWconfiguration.m and config_ RTW.mat in the actual working directory;
® Run “RTWconfiguration” from Command Window of Matlab.

In this way you’ll get active the “RTW_configuration” set to run and auto generate the C
code.
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